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(57) ABSTRACT

A non-transitory computer-readable storage medium having
computer-executable instructions for causing a computer sys-
tem to perform a method for constructing k-d trees, octrees,
and quadtrees from radix trees is disclosed. The method
includes assigning a Morton code for each of a plurality of
primitives corresponding to leaf nodes of a binary radix tree,
and sorting the plurality of Morton codes. The method
includes building a radix tree requiring at most a linear
amount of temporary storage with respect to the leaf nodes,
wherein an internal node is built in parallel with one or more
of its ancestor nodes. The method includes, partitioning the
plurality of Morton codes for each node of the radix tree into
categories based on a corresponding highest differing bit to
build a k-d tree. A number of octree or quadtree nodes is
determined for each node of the k-d tree. A total number of
nodes in the octree or quadtree is determined, allocated and
output.
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FULLY PARALLEL CONSTRUCTION OF K-D
TREES, OCTREES, AND QUADTREES IN A
GRAPHICS PROCESSING UNIT

CROSS REFERENCE TO RELATED
APPLICATIONS

[0001] This application is a conversion of and claims pri-
ority to and the benefit of Provisional Patent Application No.
61/609,156, entitled “FULLY PARALLEL IN-PLACE
CONSTRUCTION OF 3D ACCELERATION STRUC-
TURES ON A GPU,” having a filing Date of Mar. 9, 2012,
which is herein incorporated by reference in its entirety.

[0002] This application is a Continuation-in-Part (CIP) to
patent application Ser. No. 13/727,492, entitled “FULLY
PARALLEL IN-PLACE CONSTRUCTION OF 3D ACCEL-
ERATION STRUCTURES IN A GRAPHICS PROCESS-
ING UNIT,” Attorney Docket No. NVID-PHE-120010.US1,
having a filing date of Dec. 26, 2012, which is herein incor-
porated by reference in its entirety.

[0003] This application is a Continuation-in-Part (CIP) to
patent application Ser. No. 13/732,103, entitled “FULLY
PARALLEL IN-PLACE CONSTRUCTION OF 3D ACCEL-
ERATION STRUCTURES AND BOUNDING VOLUME
HIERARCHIES IN A GRAPHICS PROCESSING UNIT,”
Attorney Docket No. NVID-PHE-120010.U82, having a fil-
ing date of Dec. 31, 2012, which is herein incorporated by
reference in its entirety.

BACKGROUND

[0004] In recent years, general-purpose computing has
given rise to a number of methods for constructing bounding
volume hierarchies (BVHs), octrees, and k-d trees for mil-
lions of primitives in real-time. Some methods aim to maxi-
mize the quality of the resulting tree using the surface area
heuristic, while others choose to trade tree quality for
increased construction speed.

[0005] The right quality vs. speed tradeoff depends heavily
on the application. Tree quality is usually preferable in ray
tracing where the same acceleration structure is often reused
for millions of rays. Broad-phase collision detection and par-
ticle interaction in real-time physics represent the other
extreme, where construction speed is of primary impor-
tance—the acceleration structure has to be reconstructed on
every time step, and the number of queries is usually fairly
small. Furthermore, certain applications, such as voxel-based
global illumination and surface reconstruction, specifically
rely on regular octrees and k-d trees, where tree quality is
fixed.

[0006] The main shortcoming with existing methods that
aim to maximize construction speed is that they generate the
node hierarchy in a sequential fashion, usually one level at a
time, since each round of processing has to complete before
the next one can begin. This limits the amount of parallelism
that they can achieve at the top levels of the tree, and can lead
to serious underutilization of the parallel cores. The sequen-
tial processing is already a bottleneck with small workloads
on current GPUs, which require tens of thousands of inde-
pendent parallel threads to fully utilize their computing
power. The problem can be expected to become even more
significant in the future as the number of parallel cores keeps
increasing. Another implication of sequential processing is
that the existing methods output the hierarchy in a breadth-
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first order, even though a depth-first order would usually be
preferable considering data locality and cache hit rates.

SUMMARY

[0007] A computer implemented method and system for
maximizing parallelism in the construction of hierarchical
trees, such as, bounding volume hierarchies (BVHs), k-d
trees, octrees, and quadtrees. Embodiments of the present
invention provides for a fast method for constructing BVHs,
k-d trees, octrees, and quadtrees so that the overall perfor-
mance scales linearly with the number of available cores and
the resulting data structure is always in a strict depth-first
order. The novel method includes constructing binary radix
trees in a fully data-parallel fashion. The binary radix tree is
then used as a building block for efficiently constructing other
types of trees.

[0008] In one embodiment, a non-transitory computer-
readable storage medium having computer-executable
instructions for causing a computer system to perform a
method is disclosed. The method includes taking a plurality
of primitives as input wherein the plurality of primitives
correspond to leaf nodes of a hierarchical tree. The method
includes sorting the plurality of primitives. The method
includes building the hierarchical tree in a manner requiring
at most a linear amount of temporary storage with respect to
the total number of leaf nodes. The method also includes
building an internal node of the hierarchical tree in parallel
with one or more of its ancestor nodes. That is, one or more
internal nodes of the hierarchical tree are built in parallel with
one or more of their respective ancestor nodes.

[0009] In another embodiment, a computer system is dis-
closed comprising a processor, and a memory coupled to the
processor and having stored therein instructions that, if
executed by the computer system cause the computer system
to execute a method. The method includes taking a plurality
of primitives as input, wherein the plurality of primitives
correspond to leaf nodes of a hierarchical tree. The method
includes sorting the plurality of primitives. The method
includes building the hierarchical tree in a manner requiring
at most a linear amount of temporary storage with respect to
the total number of leaf nodes. The method also includes
building an internal node of the hierarchical tree in parallel
with one or more of its ancestor nodes. That is, one or more
internal nodes of the hierarchical tree are built in parallel with
one or more of their respective ancestor nodes.

[0010] In still another embodiment, a system is disclosed
comprising means for assigning a Morton code to a plurality
of primitives, wherein the plurality of primitives correspond
to leaf nodes of a hierarchical tree. The system includes
means for sorting the plurality of primitives. The system
includes means for building the hierarchical tree in a manner
requiring at most a linear amount of temporary storage with
respect to the total number of leaf nodes. The system also
includes means for building an internal node of the hierarchi-
cal tree in parallel with one or more of its ancestor nodes. That
1s, one or more internal nodes of the hierarchical tree are built
in parallel with one or more of their respective ancestor nodes.
[0011] In one embodiment, a non-transitory computer-
readable storage medium having computer-executable
instructions for causing a computer system to perform a
method for constructing k-d trees is disclosed. The method
includes assigning a Morton code for each of a plurality of
primitives, wherein the plurality of primitives correspond to
leaf nodes of a binary radix tree. The method includes sorting



US 2013/0235050 Al

the plurality of Morton codes. The method also includes
building the binary radix tree requiring at most a linear
amount of temporary storage with respect to the total number
ofleafnodes. When building the binary radix tree, an internal
node is built in parallel with one or more of its ancestor nodes.
The method also includes, for each internal node of the binary
radix tree, partitioning the plurality of Morton codes into
categories based on a corresponding highest differing bit to
build a k-d tree over the plurality of primitives.

[0012] In one embodiment, a non-transitory computer-
readable storage medium having computer-executable
instructions for causing a computer system to perform a
method for constructing octrees is disclosed. The method
includes assigning a Morton code for each of a plurality of
primitives, and sorting the plurality of Morton codes. The
plurality of primitives correspond to leaf nodes of a binary
radix tree. The method includes building the binary radix tree
requiring at most a linear amount of temporary storage with
respect to the total number of leaf nodes. When building the
binary radix tree, the method includes building an internal
node of the binary radix tree in parallel with one or more ofits
ancestor nodes. The method includes, for each internal node
of the binary radix tree, partitioning the plurality of Morton
codes into categories based on a corresponding highest dif-
fering bit to build a k-d tree over the plurality of primitives.
The method includes determining a number of octree nodes
for each node of said k-d tree. The method also includes
determining a total number of octree nodes, allocating the
octree nodes, and outputting the total number of octree nodes.
[0013] Inanother embodiment, a non-transitory computer-
readable storage medium having computer-executable
instructions for causing a computer system to perform a simi-
lar method for constructing quadtrees instead of octrees is
disclosed. The method includes assigning a Morton code for
each of a plurality of primitives, and sorting the plurality of
Morton codes. The Morton code for a given point is defined
by the bit string X0Y0X1Y1, since the z-coordinate is not
meaningful in the case of a 2D quadtree. A prefix of length &
corresponds to a plane perpendicular to the dth main axis,
where d=0 mod 2. The position of the plane is given by
0.B,B,. . . - Bs,l. The number of quadtree nodes corre-
sponding to a given edge in intermediary k-d tree is deter-
mined by counting the number of bit pair boundary crossings
between the parent node and the child node.

[0014] These and other objects and advantages of the vari-
ous embodiments of the present disclosure will be recognized
by those of ordinary skill in the art after reading the following
detailed description of the embodiments that are illustrated in
the various drawing figures.

BRIEF DESCRIPTION OF THE DRAWINGS

[0015] The accompanying drawings, which are incorpo-
rated in and form a part of this specification and in which like
numerals depict like elements, illustrate embodiments of the
present disclosure and, together with the description, serve to
explain the principles of the disclosure.

[0016] FIG. 1 depicts a block diagram of an exemplary
computer system suitable for implementing the present meth-
ods, in accordance with one embodiment of the present dis-
closure.

[0017] FIG. 2 is a flow diagram illustrating a computer
implemented method for constructing hierarchical trees in
parallel, in accordance with one embodiment of the present
disclosure.
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[0018] FIG. 3 is a diagram of an ordered binary radix tree
used during the construction of the radix tree, in accordance
with one embodiment of the present disclosure.

[0019] FIG. 4 is a diagram of a node hierarchy layout for a
binary radix tree, first introduced in FIG. 3, in accordance
with one embodiment of the present disclosure.

[0020] FIG. 5 is a flow diagram illustrating a method for
constructing binary radix trees in parallel, in accordance with
one embodiment of the present disclosure.

[0021] FIG. 6is an illustration of pseudocode for construct-
ing a binary radix tree, in accordance with one embodiment of
the present disclosure.

[0022] FIG. 7 is a flow diagram illustrating a computer
implemented method for constructing k-d trees, in accor-
dance with one embodiment of the invention.

[0023] FIG. 8is a flow diagram 900 illustrating a computer
implemented method for constructing octrees and quadtrees,
in accordance with one embodiment of the present disclosure.

DETAILED DESCRIPTION

[0024] Reference will now be made in detail to the various
embodiments of the present disclosure, examples of which
are illustrated in the accompanying drawings. While
described in conjunction with these embodiments, it will be
understood that they are not intended to limit the disclosure to
these embodiments. On the contrary, the disclosure is
intended to cover alternatives, modifications and equivalents,
which may be included within the spirit and scope of the
disclosure as defined by the appended claims. Furthermore, in
the following detailed description of the present disclosure,
numerous specific details are set forth in order to provide a
thorough understanding ofthe present disclosure. However, it
will be understood that the present disclosure may be prac-
ticed without these specific details. In other instances, well-
known methods, procedures, components, and circuits have
not been described in detail so as not to unnecessarily obscure
aspects of the present disclosure.

Notation and Nomenclature

[0025] Some portions of the detailed descriptions that fol-
low are presented in terms of procedures, logic blocks, pro-
cessing, and other symbolic representations of operations on
data bits within a computer memory. These descriptions and
representations are the means used by those skilled in the data
processing arts to most effectively convey the substance of
their work to others skilled in the art. In the present applica-
tion, a procedure, logic block, process, or the like, is con-
ceived to be a self-consistent sequence of steps or instructions
leading to a desired result. The steps are those utilizing physi-
cal manipulations of physical quantities. Usually, although
not necessarily, these quantities take the form of electrical or
magnetic signals capable of being stored, transferred, com-
bined, compared, and otherwise manipulated in a computer
system. It has proven convenient at times, principally for
reasons of common usage, to refer to these signals as trans-
actions, bits, values, elements, symbols, characters, samples,
pixels, or the like.

[0026] It should be borne in mind, however, that all of these
and similar terms are to be associated with the appropriate
physical quantities and are merely convenient labels applied
to these quantities. Unless specifically stated otherwise as
apparent from the following discussions, it is appreciated that
throughout the present disclosure, discussions utilizing terms
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such as “sorting,” “determining,” “building,” “assigning,” or
the like, refer to actions and processes (e.g., flowcharts 200
and 500 of FIGS. 2 and 5, respectively) of a computer system
or similar electronic computing device or processor (e.g.,
system 100 of FIG. 1). The computer system or similar elec-
tronic computing device manipulates and transforms data
represented as physical (electronic) quantities within the
computer system memoties, registers or other such informa-
tion storage, transmission or display devices.

[0027] FIG. 2 is a flowchart of examples of computer-
implemented methods for processing data according to
embodiments of the present invention. Although specific
steps are disclosed in the flowcharts, such steps are exem-
plary. That is, embodiments of the present invention are well-
suited to performing various other steps or variations of the
steps recited in the flowcharts.

[0028] Embodiments of the present invention described
herein are discussed within the context of hardware-based
components configured for monitoring and executing instruc-
tions. That is, embodiments of the present invention are
implemented within hardware devices of a micro-architec-
ture, and are configured for monitoring for critical stall con-
ditions and performing appropriate clock-gating for purposes
of power management.

[0029] Other embodiments described herein may be dis-
cussed in the general context of computer-executable instruc-
tions residing on some form of computer-readable storage
medium, such as program modules, executed by one or more
computers or other devices. By way of example, and not
limitation, computer-readable storage media may comprise
non-transitory computer storage media and communication
media. Generally, program modules include routines, pro-
grams, objects, components, data structures, etc., that per-
form particular tasks or implement particular abstract data
types. The functionality of the program modules may be
combined or distributed as desired in various embodiments.
[0030] Computer storage media includes volatile and non-
volatile, removable and non-removable media implemented
in any method or technology for storage of information such
as computer-readable instructions, data structures, program
modules or other data. Computer storage media includes, but
is not limited to, random access memory (RAM), read only
memory (ROM), electrically erasable programmable ROM
(EEPROM), flash memory or other memory technology,
compact disk ROM (CD-ROM), digital versatile disks
(DVDs) or other optical storage, magnetic cassettes, mag-
netic tape, magnetic disk storage or other magnetic storage
devices, or any other medium that can be used to store the
desired information and that can accessed to retrieve that
information.

[0031] Communication media can embody computer-ex-
ecutable instructions, data structures, and program modules,
and includes any information delivery media. By way of
example, and not limitation, communication media includes
wired media such as a wired network or direct-wired connec-
tion, and wireless media such as acoustic, radio frequency
(RF), infrared and other wireless media. Combinations of any
of the above can also be included within the scope of com-
puter-readable media.

[0032] FIG. 11is a block diagram of an example of a com-
puting system 100 capable of implementing embodiments of
the present disclosure. Computing system 10 broadly repre-
sents any single or multi-processor computing device or sys-
tem capable of executing computer-readable instructions.
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Examples of computing system 100 include, without limita-
tion, workstations, laptops, client-side terminals, servers, dis-
tributed computing systems, handheld devices, or any other
computing system or device. In its most basic configuration,
computing system 100 may include at least one processor 110
and a system memory 140.

[0033] Both the central processing unit (CPU) 110 and the
graphics processing unit (GPU) 120 are coupled to memory
140. System memory 140 generally represents any type or
form of volatile or non-volatile storage device or medium
capable of storing data and/or other computer-readable
instructions. Examples of system memory 140 include, with-
out limitation, RAM, ROM, flash memory, or any other suit-
able memory device. In the example of FIG. 1, memory 140
is a shared memory, whereby the memory stores instructions
and data for both the CPU 110 and the GPU 120. Alterna-
tively, there may be separate memories dedicated to the CPU
110 and the GPU 120, respectively. The memory can include
a frame buffer for storing pixel data drives a display screen
130.

[0034] The system 100 includes a user interface 160 that, in
one implementation, includes an on-screen cursor control
device. The user interface may include a keyboard, a mouse,
and/or a touch screen device (a touchpad).

[0035] CPU 110 and/or GPU 120 generally represent any
type or form of processing unit capable of processing data or
interpreting and executing instructions. In certain embodi-
ments, processors 110 and/or 120 may receive instructions
from a software application or hardware module. These
instructions may cause processors 110 and/or 120 to perform
the functions of one or more of the example embodiments
described and/or illustrated herein. For example, processors
110 and/or 120 may perform and/or be a means for perform-
ing, either alone or in combination with other elements, one or
more of the monitoring, determining, gating, and detecting,
or the like described herein. Processors 110 and/or 120 may
also perform and/or be a means for performing any other
steps, methods, or processes described and/or illustrated
herein.

[0036] In some embodiments, the computer-readable
medium containing a computer program may be loaded into
computing system 100. All or a portion of the computer
program stored on the computer-readable medium may then
be stored in system memory 140 and/or various portions of
storage devices. When executed by processors 110 and/or
120, a computer program loaded into computing system 100
may cause processor 110 and/or 120 to perform and/or be a
means for performing the functions of the example embodi-
ments described and/or illustrated herein. Additionally or
alternatively, the example embodiments described and/or
illustrated herein may be implemented in firmware and/or
hardware.

Parallel Construction of 3D Acceleration Structures

[0037] FIG.2is a flow diagram 200 illustrating a computer
implemented method for constructing hierarchical trees in
parallel, in accordance with one embodiment of the present
disclosure. In another embodiment. flow diagram 200 is
implemented within a computer system including a processor
and memory coupled to the processor and having stored
therein instructions that, if executed by the computer system
causes the system to execute a method for constructing hier-
archical trees in parallel. In still another embodiment, instruc-
tions for performing a method are stored on a non-transitory
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computer-readable storage medium having computer-execut-
able instructions for causing a computer system to perform a
method for constructing hierarchical trees in parallel. The
method outlined in flow diagram 200 is implementable by one
or more components of the computer system 100 of FIG. 1.
[0038] Inpractice, hierarchical trees are used for instance in
graphics to accelerate path tracing, real-time ray tracing, col-
lision detection, photon mapping, voxel-based scene repre-
sentations, etc. [n embodiments, trees are constructed quickly
in a parallel fashion. That is, in embodiments of the present
invention, it is possible for all levels of the hierarchical tree
are processed in parallel from the start. This avoids under-
utilization, and makes the performance scale linearly with the
size of the GPU.

[0039] For clarity, the method of FIG. 2 is described within
the context of building bounding volume hierarchies or
BVHs, but is well suited to building point-based k-d trees,
octrees, and quadtrees.

[0040] At 210, the method includes taking a plurality of
primitives as input. The plurality is associated and comprises
a total number of leaf nodes that are indexed.

[0041] In one embodiment, each of the plurality of primi-
tives is assigned a Morton code. Within the context of BVHs,
for example, a Morton code is generated for each primitive by
finding the centroid point of its bounding box, and looking at
its bit representation relative to the scene bounding box. The
idea is to expand the bits of each coordinate, and then inter-
leave them to form a single bit string.

[0042] To continue the example using BVHs, the Morton
code for a given point contained within a three-dimensional
(3D) unit cube is defined by the bit string X0Y0Z0X1Y1Z1,
where the x coordinate of the point is represented as
0:X0X1X2, etc., and similarly for y and z coordinates. The
Morton code of an arbitrary 3D primitive can be defined in
terms of the centroid of its axis-aligned bounding box
(AABB). In practice, the Morton codes can be limited to 30 or
63 bits in order to store them as 32-bit or 64-bit integers,
respectively, in embodiments.

[0043] At 220, the method includes sorting the plurality of
primitives according to their Morton codes. For instance, in
the case of BVHs, this orders them along a space-filling
curve, so that primitives close to each other in 3D are likely to
end up nearby in the sorted sequence.

[0044] At 230, the method includes building the hierarchi-
cal tree requiring at most a linear amount of temporary stor-
age with respect to the total number of leaf nodes. That is, the
hierarchical tree is built in a manner that requires only a linear
amount of memory with respect to the number of input primi-
tives in embodiments of the present invention. Additionally,
in one embodiment the hierarchical tree is built or constructed
in parallel.

[0045] At 240, the method includes building an internal
node of the hierarchical tree in parallel with one or more ofits
ancestor nodes. That is, one or more internal nodes of the
hierarchical tree are built in parallel with one or more of their
respective ancestor nodes. As such, in embodiments of the
present invertion at least one node is constructed in parallel
with at least one of its ancestor nodes.

[0046] In embodiments of the present invention, the con-
struction of the hierarchical tree is performed by constructing
a binary radix tree, that is defined over the set of Morton
codes. For instance, in the case of BVHs, a node hierarchy is
generated wherein each subtree corresponds to a linear range
of sorted primitives. In the prior art, a radix tree (binary or
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otherwise) is commonly used for indexing string data. In one
embodiment, the input is the set of primitives, or plurality of
primitives that define the leaf nodes. In the present embodi-
ment, the input is the sorted Morton codes. Further, the binary
radix tree comprises the leaf nodes and one or more internal
nodes. Each internal node corresponds to the longest common
prefix shared by primitives of corresponding leaf nodes in a
respective subtree.

[0047] FIG. 3 is a diagram of a binary radix tree 300, in
accordance with one embodiment of the present disclosure. In
particular, radix tree 300 is an ordered binary radix tree
including eight leaf nodes, with index numbering “0-7.” The
leaf nodes store a set of 5-bit keys in lexicographical order.
The leaf nodes or primitives are shown as including 5-bits for
illustration purposes, but can be of any length, as previously
described. The internal nodes represent their common pre-
fixes. Further, each internal node covers a linear range of
keys, which is partitioned into two subranges according to
their first differing bit, as will be described below in relation
to FIG. 4.

[0048] In particular, given a set of n keys k,, . . ., k|
represented as bit strings, a binary radix tree (also called a
Patricia tree) is a hierarchical representation of their common
prefixes. The keys are represented by the leaf nodes, and each
internal node corresponds to the longest common prefix
shared by the keys in its respective subtree, as is shown in
FI1G. 3.

[0049] Incontrastto a prefix tree, which contains one inter-
nal node for every common prefix, a radix tree is compact in
the sense that it omits nodes with only one child. Therefore,
every binary radix tree with n leaf nodes contains exactly n-1
internal nodes, as is shown in FIG. 3. In one embodiment, a
child node is a leaf node. Duplicate keys require special
attention, in one embodiment.

[0050] Moreparticularly, in one embodiment, ordered trees
are only considered, where the children of each node, and
consequently the leafnodes, are in lexicographical order. This
is equivalent to requiring that the sequence of keys to be
sorted, which enables representing the keys covered by each
node as a linear range [i,j]. Using (i, j) to denote the length of
the longest common prefix between keys k, and k,, the order-
ing implies that 3(1', J)=3(i, j) for any 1, J'€[1,j]. The prefix
corresponding to a given node is determined by comparing its
first and last key, wherein the other keys are guaranteed to
share the same prefix.

[0051] In effect, each internal node partitions its keys
according to their first differing bit, i.e. the one following (i,
7). This bit will be zero for a certain number of keys starting
from k; and one for the remaining ones until k. The index of
thelast key where the bit is zero is labeled as a “split position”,
denoted by y€[i,j-1]. Since the bit is zero fork, and one for
k,,,, the split position must satisfy d(y; y+1)=y(i, j). The
resulting subranges are given by [i, y] and [y+1, j], and are
further partitioned by the left and right child node, respec-
tively.

[0052] As shown in FIG. 3, the root corresponds to the full
range of keys, [0;7]. Since k; and k,, differ at their first bit, the
range is split at y=3, resulting in subranges [0,3] and [4,7].
The left child further splits [0,3] at y=1 based on the third bit,
and the right child splits [4,7] at y=4 based on the second bit.
[0053] FIGS. 4 and 5 are diagrams illustrating the construc-
tion of binary radix trees that are subsequently used to con-
struct secondary trees, such as, BVHs, octrees, k-d trees, etc.
Specifically, FIG. 4 is a diagram of anode hierarchy layout for
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a binary radix tree, first introduced in FIG. 3, and FIG. 5 is a
flow diagram illustrating a method for constructing binary
radix trees in parallel, in accordance with embodiments of the
present disclosure.

[0054] FIG. 4 is a diagram of an ordered binary radix tree
400, first introduced in FIG. 3, wherein the leaf nodes are
numbered “0-7” and are associated with a set of 5-bit keys
(e.g., Morton codes) sorted in lexicographical order, in accor-
dance with one embodiment of the present disclosure. For
instance, leafnode “1” is associated with a 5-bit Morton code
“0-0-0-1-0” and leaf node “2” is associated with a 5-bit Mor-
ton code “0-0-1-0-0.”

[0055] As shown in FIG. 4, to enable parallel construction
of the binary radix tree 400, a connection is established
between internal node indices 410 and the primitive indices
(of the leaf nodes) 420 through the layout shown in FIG. 4.
That is, indices of the internal nodes are assigned in a way to
enable finding their children without depending on earlier
results. In particular, as shown in FIG. 4, each internal node
has been assigned an index between “0-6”, and is aligned
horizontally with a leaf node of the same index. For instance,
internal node index 3 440 is horizontally aligned with leaf
node or primitive index 3 450.

[0056] Also, the range of keys (e.g., leaf nodes) covered by
each internal node is indicated by a horizontal bar, and the
split position, corresponding to the first bit that differs
between the keys is indicted by a circle. For instance, for
internal node index “3” 440 is associated with range 445
(shown by the horizontal bar) that includes leaf nodes “0-3”.
The split position is shown by circle 447, and indicates that
the highest differing bit is between leaf node indices “1” 460
and “2” 470.

[0057] The leaf nodes and the internal nodes are stored in
two separate arrays, L and I, respectively, for clarity and
purposes of illustration. The node layout in FIG. 4 is defined
so that the root node 430 is located at I, and the indices of its
children, as well as the children of any internal node, are
assigned according to its respective split position, as will be
described more fully in relation to FIG. 5. For instance, the
left child is located at 1, if it covers more than one key, orat L,
if it is a leaf. Similarly, the right child is located at 1, , ; or
as is shown in FIG. 4.

[0058] An important property of the node layout shown in
FIG. 4 is that the index of each internal node includes and
coincides with the index of either its first primitive or leaf
node, or its last primitive or leaf node. Also, the root node “0”
430 is located at the beginning of'its range [0; n—1], such that
the left child of any internal node is located at the end of its
range [1; y], and the right child is located at the beginning ofits
range [y+1; j].

v+1>

[0059] FIG.5is aflow diagram 500 illustrating a computer
implemented method for constructing binary radix trees in
parallel, in accordance with one embodiment of the present
disclosure. In another embodiment, flow diagram 500 is
implemented within a computer system including a processor
and memory coupled to the processor and having stored
therein instructions that, if executed by the computer system
causes the system to execute a method for constructing hier-
archical trees in parallel. In still another embodiment, instruc-
tions for performing a method are stored on a non-transitory
computer-readable storage medium having computer-execut-
able instructions for causing a computer system to perform a
method for constructing hierarchical trees in parallel. The
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method outlined in flow diagram 500 is implementable by one
or more components of the computer system 100 of FIG. 1.

[0060] The method outlined in FIG. 5 expands on the pro-
cess outlined in 230 of FIG. 2 to build the hierarchical tree, in
one embodiment. Specifically, the node hierarchy is gener-
ated by partitioning the primitives, or leaf nodes. In one
embodiment, the partitioning is performed by constructing a
radix tree, defined over the set of Morton codes representing
the leaf nodes. More particularly, parallel construction of the
node hierarchy is performed by establishing a connection
between the internal node indices and the primitive indices of
the leafnodes through the tree layout shown in FIGS. 3 and 4.
That is, indices for the internal nodes are assigned in a way
that enables finding their children nodes without depending
on earlier results. In that manner, no synchronization is per-
formed between layers of the node hierarchy. Also, in that
mannet, one or more internal nodes of the hierarchical tree are
built in parallel with one or more of their respective ancestor
nodes.

[0061] In particular, in order to construct a binary radix
tree, the process outlined in FIG. 5 determines the range of
keys covered by each internal node, and determines children
(two since this is a binary radix tree) of each internal node.
Since, the index of each internal node coincides with the
index of either its first primitive or leaf node, or its last
primitive or leaf node, as described above, one end of the
range is determined. The other end of'the range is determined
by looking at neighboring primitive indices. Thereafter, the
children can then be identified by finding the split position, by
virtue of the node layout, as illustrated in FIG. 4 for example,
and as further described below.

[0062] Inoneembodiment, the process outlined in FIG. 51s
performed using pseudocode 600 illustrated in FIG. 6,
wherein pseudocode 600 constructs a binary radix tree. For
simplicity, in pseudocode 600, 3(i, j)=—1 when j&[0,n-1].
More particularly, each internal node I, is processed in paral-
lel, in one embodiment.

[0063] At 510, for a given node index corresponding to an
internal node, the method of FIG. 5 includes determining a
direction of a corresponding range of primitive indices of the
plurality of primitives based on the node index. Within the
radix tree, each internal node belongs to a range of primitive
indices. More particularly, a relationship exists between an
internal node of an assigned index, and a primitive with the
same index. Specifically, the primitive with the same index is
included in the corresponding range of primitive indices.
Further, the given node index comprises a beginning primi-
tive index or an ending primitive index in the corresponding
range.

[0064] Inparticular, the direction of the range is determined
from neighboring primitive indices. That is, the “direction” of
the range is determined by looking at the neighboring keys
k,_,, k, k,,,. The direction is denoted by d, so that d=+1
indicates a range beginning at i, and d=-1 indicates a range
ending ati. Since every internal node covers at least two keys,
it is determined as a property of the tree structure of FIG. 5
that k; and k,, , must belong to I._,. In addition, it is deter-
mined as a property of the tree structure of FIG. 5 that k,_,
belongs to a sibling node I,_,, since siblings are always
located next to each other.

[0065] More specifically, the direction of a range is deter-
mined based on which neighboring primitive has the most
index matches. For example, in FIG. 4, the range for the
internal node index “3” 440 begins or ends with primitive
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index or leaf node “3” 450. The direction is determined by
comparing the neighboring indexes or leaf nodes, such as,
primitive index “2” 470 and primitive index “4” 480, with the
primitive having the same index as the internal node (e.g.,
primitive index 37 450). As such, primitive index “2” 470 has
a Morton code sequence of “0-0-1-0-0”, primitive index “3”
450 has a Morton code sequence of “0-0-1-0-17, and primi-
tive index ““4” has a Morton code sequence of “1-0-0-1-1.”
The primitive index with the most matches to primitive index
3 450 is primitive index “2” 470. As such, the direction of
the range 445 goes to the left to include primitive index “2”
470, such that the range 445 includes primitive indices “0-3”.
[0066] Forexample, the direction is determined in lines 2-3
of pseudocode 600. That is, the keys belonging to share a
common prefix that must be different from the one in the
sibling by definition. This implies that a lower bound for the
length of the prefix is given by J,,,,=3(i, i-d), so that 3(j,
1)>8,,, forany k, belonging to I,. This condition is satisfied by
comparing (i, i-1) with 3(i, i+1), and choosing § so that 8(i,
i+d) corresponds to the larger one, as is shown in line 3 of
pseudocode 600.

[0067] At520, the method includes determining a length of
the corresponding range. More particularly, a maximum
value or upper bound is determined for the length in embodi-
ments. In addition, the actual value for the length is deter-
mined by performing a binary search, in embodiments. Spe-
cifically, the other end of the range is determined by searching
for the largest/that satisfies 3(i, i+1d)>9,,,,, as provided in
pseudocode 600. In one embodiment, a power-of-two upper
bound I, ,>1 for the length is determined by starting from
value “2” and increasing the value exponentially until it no
longer satisfies the inequality, as is shown in lines 6-8 of
pseudocode 600. Once the upper bound is determined, the
length “1” is determined using binary search in the range [0;
1...—1]. The idea is to consider each bit of/in turn, starting
from the highest one, and set it to one unless the new value
would fail to satisfy the inequality, as is shown in lines 10-13
ofpseudocode 600. The other end of the range is then given by
=i+ld.

[0068] At 530, the method includes determining a highest
differing bit between primitive indices in the corresponding
range, for purposes of determining the child indices for the
given index corresponding to the internal node. For example,
in pseudocode 600, d(1,j) denotes the length of the prefix
corresponding to I, which is labeled by &, ... This is used to
find the split position y by performing a similar binary search
for largest s€[0; 1-1] satisfying 8(i, i+sd)>d,,, ., as is shown
in lines 17-20 of pseudocode 600. If d=+1, y is then given by
i+sd, as this is the highest index belonging to the left child. If
d=-1, the value is decremented by value one to account for
the inverted indexing.

[0069] Forexample, the split position is 1 for internal node
3”440 in FIG. 4. As shown, the highest differing bit between
primitive indices “0-3” of range 445 is between primitive
indices “1” 460 and “2” 470. That is, primitive index “1” 460
has a Morton code sequence of “0-0-0-1-0” and primitive
index “2” 470 has a Morton code sequence of “0-0-1-0-0".
The highest differing bit occurs at the third bit shown by line
490.

[0070] Also, at 540, the method includes assigning child
node indices for the given node index corresponding of the
primitive indices associated with the highest differing bit
determined above. For example, in pseudocode 600 of FIG. 6,
given i, j, and v, the children of cover the ranges [min(i, j); y]
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and [y+1; max(i; j)]. For each child, the beginning and end of
its range is compared to see whether it is a leaf, and then
reference the corresponding node at index y or y+1 in accor-
dance with the node layout (e.g., FI1G. 4), as shown in lines
23-24 of pseudocode 600 of FIG. 6.

[0071] In one embodiment, the algorithm presented in
pseudocode 600 of FIG. 6 is implemented on a GPU as a
single kernel launch, where each thread is responsible for one
internal node. Assuming that the length of the keys is fixed,
(1, J) can be evaluated efficiently by computing logical XOR
between the two keys and counting the leading zero bits in the
resulting integer.

[0072] The binary radix tree constructed in FIGS. 1-6 is
used to construct secondary trees, in embodiments of the
invention. In one embodiment, a BVH is constructed from the
binary radix tree, in accordance with one embodiment of the
present disclosure. Specifically, a BVH for a set of 3D primi-
tives 1s constructed as follows: (1) assign a Morton code for
each primitive according to its centroid, (2) sort the Morton
codes, (3) construct a binary radix tree, and (4) assign a
bounding box for each internal node.

[0073] Ifthe Morton codes of all primitives are unique, itis
noted that the binary radix tree is identical in structure to the
corresponding linear BVH—identifying the common pre-
fixes between the Morton codes is equivalent to bucketing the
primitives recursively according to each bit. The case of
duplicate Morton codes is handled explicitly, since the con-
struction algorithm of FIG. 6 relies on the keys being unique.
This is accomplished in one embodiment by augmenting each
key with a bit representation of its index, i.e. k0 i=ki_i, where
_ indicates string concatenation. In practice, there is no need
to actually store the augmented keys, because it is enough to
simply use i and j as a fallback if ki=k j when evaluating 0(i;
3-

[0074] Previous methods for linear BVHs calculate the
bounding boxes sequentially in a bottom-up fashion, relying
on the fact that the set of nodes located on each level is known
apriori. In one embodiment, a different approach is presented
where the paths from leaf nodes to the root are processed in
parallel. Each thread starts from one leaf node and walks up
the tree using parent pointers that we record during radix tree
construction. Threads are tracked to determine how many
threads have visited each internal node using atomic counters,
such that the first thread terminates immediately while the
second one gets to process the node. This way, each node is
processed by exactly one thread, which leads to O(n) time
complexity. The number of global atomics can be reduced by
using faster shared memory atomics whenever it is detected
that all the leaves covered by a given internal node are being
processed by the same thread block.

Constructing K-D Trees, Octrees, and Quadtrees

[0075] Inembodiments of the present invention, secondary
trees are constructed from the binary radix tree constructed
using the methods and systems described in FIGS. 1-6. In
particular, the binary radix tree constructed in FIGS. 1-6 is
used to construct secondary trees, such as, k-d trees, octrees,
and quadtrees, as will be further described below.

[0076] FIG.7is a flow diagram 700 illustrating a computer
implemented method for constructing k-d trees from binary
radix trees as previously described, in accordance with one
embodiment of the invention. In another embodiment, flow
diagram 700 is implemented within a computer system
including a processor and memory coupled to the processor
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and having stored therein instructions that, if executed by the
computer system cause the system to execute a method for
constructing k-d trees from binary radix trees as previously
described. In still another embodiment, instructions for per-
forming a method constructing k-d trees from binary radix
trees as previously described are stored on a non-transitory
computer-readable storage medium having computer-execut-
able instructions for causing a computer system to perform a
method for constructing k-d trees. The method outlined in
flow diagram 700 is implementable by one or more compo-
nents of the system 100 of F1G. 1.

[0077] At 710, the method includes assigning a Morton
code to each of a plurality of primitives, wherein the plurality
of primitives correspond to leaf nodes of a binary radix tree.
In one implementation, the assigning of Morton codes is
analogous to the operations performed in 210 of FIG. 2.
[0078] Inoneembodiment, the plurality of primitives com-
prises a plurality of points. Depending on the intended use of
the k-d tree, the primitives can correspond directly to point
cloud data given as input, in one implementation. Alterna-
tively, in another implementation, the points can be associ-
ated with a 2D or 3D shape, such as, a triangle. To transform
the shape to a point, it can, for example, be enclosed within a
bounding volume (e.g., bounding box, or AABB). The Mor-
ton code is assigned by finding the centroid point of the
bounding volume and looking at its bit representation, rela-
tive to the scene bounding volume. The plurality of primitives
correspond to leaf nodes of the hierarchical binary radix tree
that is being generated. In this manner, the bits of each coor-
dinate is expanded, and interleaved to form a single bit string,
[0079] At 720, the method includes sorting the plurality of
primitives according to their Morton codes. In that manner,
the primitives are ordered (e.g., along a space-filling curve)
such that primitives close to each other in the three-dimen-
sional space are likely to end up nearby in the sorted
sequence. In one implementation, the assigning of Morton
codes is analogous to the operations performed in 220 of FIG.
2.

[0080] At 723, the method includes optionally identifying
duplicates in the plurality of Morton codes. Duplicate Morton
codes define points falling within the same leaf node, when
comparing adjacent Morton codes. As an example, in one
embodiment, at 725 the method optionally performs parallel
compaction to remove duplicates in the plurality of primi-
tives, or Morton codes.

[0081] At 730, the method includes building the binary
radix tree requiring at most a linear amount of temporary
storage, considered with respect to a total number of leaf
nodes. As such, the binary radix tree is build in a manner
requiring only a linear amount of memory with respect to the
number of input primitives.

[0082] Further, at 740 the method includes building inter-
nal nodes of the binary radix tree in parallel. More particu-
larly, an internal node of the binary radix tree is built in
parallel with one or more of its ancestor nodes. Correspond-
ingly, one or more internal nodes of the binary radix tree are
built in parallel with one or more of its respective ancestor
nodes. This provides for accelerated generation of the binary
radix tree by simultaneously building different layers of the
binary radix tree, and without waiting for the completion of a
layer of the binary radix tree before beginning and/or com-
pleting another layer of the radix tree.

[0083] The binary radix tree is used to directly construct a
corresponding k-d tree, in accordance with one embodiment
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of the present disclosure. Specifically, the binary radix tree
can be interpreted as a k-d tree over the plurality of primitives,
or rather the plurality of points. That is, for each internal node
of the binary radix tree, the plurality of Morton codes is
partitioned into categories based on a corresponding highest
differing bit in order to build the k-d tree over the plurality of
primitives.

[0084] More particularly, each internal node partitions the
points (e.g., primitives) according to the next bit in the Mor-
ton codes after their common prefix. This is equivalent to
classifying the points on either side of an axis-aligned split
plane in 3D. That is, the Morton codes are classified accord-
ing to a given bit position that corresponds to an axis aligned
split plane. In one implementation, a first category of Morton
codes is classified on a first side of a corresponding axis-
aligned split plane of an associated internal node. Also, a
second category of Morton codes is classified on a second
side of the axis-aligned split plane. In one embodiment, the
split plane in ak-d tree splits the space approximately in half.

[0085] Also, a prefix of length 8, for an internal node,
corresponds to a plane perpendicular to the dth main axis,
where d=0 mod 3 when operating in 3D. The position of the
plane is given by 0.B B, 5 . . . Bs 31, where B, represents the
ith bit of the prefix. As can be appreciated by those skilled in
the art, the above reasoning can be extended to other dimen-
sionalities as well, including but not limited to 2D, 4D, and
5D.

[0086] As aresult. from a bit string of primitives as Morton
codes, a k-d tree is generated. This k-d tree generated from
FIGS. 1-7 s then used to generate octrees and/or quadtrees, as
described below. In one embodiment, the binary radix tree
and k-d tree constructed from the systems and method of
FIGS. 1-7 are used to construct another secondary tree, the
octree or quadtree.

[0087] FIG. 81s a flow diagram 800 illustrating a computer
implemented method for constructing octrees from binary
radix trees and/or k-d trees as previously described, in accor-
dance with one embodiment of the invention. In another
embodiment, flow diagram 800 is implemented within a com-
puter system including a processor and memory coupled to
the processor and having stored therein instructions that, if
executed by the computer system cause the system to execute
a method for constructing octrees from binary radix trees
and/or k-d trees as previously described. In still another
embodiment, instructions for performing a method for con-
structing octrees from binary radix trees and/or k-d trees as
previously described are stored on a non-transitory computer-
readable storage medium having computer-executable
instructions for causing a computer system to perform a
method for constructing octrees trees. The method outlined in
flow diagram 800 is implementable by one or more compo-
nents of the system 100 of FIG. 1.

[0088] The building of the octree begins similar to the con-
struction of a k-d tree, as previously described in relation to
FIG. 7. As such, portions of the operations described in FIG.
7 are relevant in the construction of an octree in embodiments
of the present invention. More particularly, at 810 the method
includes assigning a Morton code to each of a plurality of
primitives, wherein the plurality of primitives correspond to
leaf nodes of a binary radix tree. Each of the primitives is
defined as a point, and in one embodiment is taken as a
centroid of a volume (e.g., axis-aligned bounding box) fully
encompassing the 3D shape associated with the primitive. In
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one implementation, the assigning of Morton codes is analo-
gous to the operations performed in 210 and 710 of FIGS. 2
and 7.

[0089] At 820, the method includes sorting the primitives
according to the Morton codes. In that manner, nearby primi-
tives located in space are likely to end up near to other in the
sorted sequence. In one implementation, the sorting of primi-
tives is analogous to the operations performed in 220 and 720
of FIGS.2 and 7.

[0090] At 830, the method includes optionally identifying
duplicates in the plurality of Morton codes. Duplicate Morton
codes define points falling within the same leaf node, when
comparing adjacent Morton codes. As an example, in one
embodiment, at 840 the method optionally performs parallel
compaction to remove duplicates in the plurality of primi-
tives, or Morton codes.

[0091] At 850, the method includes building the binary
radix tree and corresponding k-d tree. In one implementation,
this is analogous to the operations performed in 230-240 and
730-750 of FIGS. 2 and 7. More specifically, the binary radix
tree and corresponding k-d tree are constructed in a manner
that requires at most a linear amount of temporary storage
withrespect to the total number of leafnodes. Also, the binary
radix tree and corresponding k-d tree are built or constructed
in parallel, such that one or more internal nodes of the tree is
built in parallel with one or more of their respective ancestor
nodes. In one embodiment, the k-d tree is generated from the
binary radix tree, and more specifically over the plurality of
primitives defining the Morton codes, by partitioning, for
each internal node, the plurality of Morton codes into catego-
ries based on a corresponding highest differing bit.

[0092] Additionally, to construct an octree for a set of
points or Morton codes, each 3k-bit prefix of a given Morton
code maps directly to anoctree node at level k. In one embodi-
ment, these prefixes are enumerated by looking at the edges of
a corresponding binary radix tree, such that an edge connect-
ing a parent with a prefix of length d,,,,,,, to a child with a
prefix of length 9§, represents all subprefixes of length
O prenrtls + v s Qg Out of these, [8,7,:1/3 |8,/ 3] are
divisible by 3. In other words, a number of octree nodes is
determined for each node of the corresponding k-d tree, and is
accomplished during construction of the k-d tree. This is
accomplished by determining the number of bit triplet bound-
aries crossed along an edge connecting a node and its parent
node in the corresponding k-d tree, which corresponds to the
number of octree nodes for that node in the k-d tree.

[0093] Also, a total number of octree nodes for the entire
k-d tree is determined. For instance, in one embodiment, the
method includes performing a parallel prefix sum operation
to determine the total number of octree nodes. In addition, a
parallel prefix sum is also performed at 860 to allocate
indexes for the octree nodes in an output array.

[0094] At 870, the method includes determining a corre-
sponding parent node for each octree node. A parent of a
corresponding octree node is found by looking at the imme-
diate ancestors of each k-d tree node. For example, by step-
ping up the k-d tree, the closest node of the k-d tree is deter-
mined that is outputting at least one octree node. The bottom-
most one of them is then defined as the parent of the
corresponding octree node. As such, a parent/child relation-
ship is established. In this manner, the octree nodes are output
with parent and child relationships.

[0095] In another embodiment, the method described in
relation to FIG. 8 is adapted to build quadtrees instead of
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octrees. Since quadtrees are essentially two-dimensional
counterparts of octrees, the required changes to the method
are as follows. At 810, the Morton code for a given point is
defined by the bit string XOYOX1Y1 (instead of
X0Y0Z0X1Y1Z1), since the z-coordinate is not meaningful
in the case of a quadtree. At 850, a prefix of length d corre-
sponds to a plane perpendicular to the dth main axis, where
d=d mod 2 (instead of d=3 mod 3). The position of the plane
isgivenby 0.B B,,,...Bs,1 (insteadof0.B, B ;... By ;1)
At 860 and 870, the number of quadtree nodes corresponding
to a given edge in the k-d tree is determined by counting the
number of bit pair boundary crossings between the parent
node and the child node (instead of bit triplet boundary cross-
ings).

[0096] Thus, according to embodiments of the present dis-
closure, systems and methods are described that provide
maximizing parallelism in the construction of binary radix
trees and the subsequent generation of k-d trees, octrees, and
quadtrees.

[0097] While the foregoing disclosure sets forth various
embodiments using specific block diagrams, flowcharts, and
examples, each block diagram component, flowchart step,
operation, and/or component described and/or illustrated
herein may be implemented, individually and/or collectively,
using a wide range of hardware, software, or firmware (or any
combination thereof) configurations. In addition, any disclo-
sure of components contained within other components
should be considered as examples because many other archi-
tectures car be implemented to achieve the same functional-
ity.

[0098] The process parameters and sequence of steps
described and/or illustrated herein are given by way of
example only and can be varied as desired. For example,
while the steps illustrated and/or described herein may be
shown or discussed in a particular order, these steps do not
necessarily need to be performed in the order illustrated or
discussed. The various example methods described and/or
illustrated herein may also omit one or more of the steps
described or illustrated herein or include additional steps in
addition to those disclosed.

[0099] While various embodiments have been described
and/or illustrated herein in the context of fully functional
computing systems, one or more of these example embodi-
ments may be distributed as a program product in a variety of
forms, regardless of the particular type of computer-readable
media used to actually carry out the distribution. The embodi-
ments disclosed herein may also be implemented using soft-
ware modules that perform certain tasks. These software
modules may include script, batch, or other executable files
that may be stored on a computer-readable storage medium or
in a computing system. These software modules may config-
ure a computing system to perform one or more of the
example embodiments disclosed herein. One or more of the
software modules disclosed herein may be implemented in a
cloud computing environment. Cloud computing environ-
ments may provide various services and applications via the
Internet. These cloud-based services (e.g., software as a ser-
vice, platform as a service, infrastructure as a service, etc.)
may be accessible through a Web browser or other remote
interface. Various functions described herein may be pro-
vided through a remote desktop environment or any other
cloud-based computing environment.

[0100] The foregoing description, for purpose of explana-
tion, has been described with reference to specific embodi-
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ments. However, the illustrative discussions above are not
intended to be exhaustive or to limit the invention to the
precise forms disclosed. Many modifications and variations
are possible in view of the above teachings. The embodiments
were chosen and described in order to best explain the prin-
ciples of the invention and its practical applications, to
thereby enable others skilled in the art to best utilize the
invention and various embodiments with various modifica-
tions as may be suited to the particular use contemplated.
[0101] Embodiments according to the present disclosure
are thus described. While the present disclosure has been
described in particular embodiments, it should be appreciated
that the disclosure should not be construed as limited by such
embodiments, but rather construed according to the below
claims.

What is claimed:

1. A non-transitory computer-readable medium having
computer-executable instructions forcausing a computer sys-
tem to perform a method comprising:

assigning a Morton code for each of a plurality of primi-

tives, wherein said plurality of primitives correspond to
leaf nodes of a binary radix tree;

sorting said plurality of Morton codes;

building said binary radix tree requiring at most a linear

amount of temporary storage with respect to said total
number of leaf nodes;

building an internal node of said binary radix tree in par-

allel with one or more of its ancestor nodes; and

for each internal node of said binary radix tree, partitioning

said plurality of Morton codes into categories based on a
corresponding highest differing bit to build a k-d tree
over said plurality of primitives.

2. The non-transitory computer-readable medium of claim
1, wherein said partitioning said plurality of Morton codes in
said method comprises:

classifying a first category of Morton codes on a first side of

a corresponding axis-aligned split plane in 3D; and
classifying a second category of Morton Codes on a second
side of said corresponding axis-aligned split plane.

3. The non-transitory computer-readable medium of claim
2, wherein a prefix of an internal node having a length &
corresponds to a plane perpendicular to the dth main axis,
wherein d=6 mod D, and D is equal to the number of dimen-
sions.

4. The non-transitory computer-readable medium of claim
2, wherein said axis-aligned split plane splits a corresponding
space in half.

5. The non-transitory computer-readable medium of claim
1, wherein said plurality of primitives comprises a plurality of
points.

6. The non-transitory computer-readable medium of claim
5, wherein said assigning a Morton code for each of a plurality
of primitives in said method further comprises:

assigning a first Morton code for a first primitive according

to a centroid point of a bounding volume encompassing
said primitive.

7. A non-transitory computer-readable medium having
computer-executable instructions for causing a computer sys-
tem to perform a method comprising:

assigning a Morton code for each of a plurality of primi-

tives, wherein said plurality of primitives correspond to
leaf nodes of a binary radix tree;

sorting said plurality of Morton codes;

Sep. 12, 2013

building said binary radix tree requiring at most a linear
amount of temporary storage with respect to said total
number of leaf nodes;

building an internal node of said binary radix tree in par-

allel with one or more of its ancestor nodes;
determining a number of octree nodes for each node of said
binary radix tree;

determining a total number of octree nodes;

allocating said total number of octree nodes; and

outputting each of said total number of octree nodes.

8. The non-transitory computer-readable medium of claim
7, wherein said determining a number of octree nodes in said
method comprises:

for each edge of said binary radix tree, determining a

number of bit triplet boundaries crossed when moving
from a parent node to a child node in said binary radix
tree to determine a number of octree nodes correspond-
ing to an edge.

9. The non-transitory computer-readable medium of claim
7, wherein said allocating said total number of octree nodes in
said method comprises:

performing a parallel prefix sum.

10. The non-transitory computer-readable medium of
claim 7, wherein said outputting each of said total number of
octree nodes in said method comprises:

determining a parent of an octree node based on its imme-

diate ancestors in said binary radix tree.

11. The non-transitory computer-readable medium of
claim 7, wherein said plurality of primitives comprises a
plurality of points.

12. The non-transitory computer-readable medium of
claim 11, wherein said assigning a Morton code for each of a
plurality of primitives in said method further comprises:

assigning a first Morton code for a first primitive according

to a centroid point of a bounding volume encompassing
said primitive.

13. The non-transitory computer-readable medium of
claim 7, wherein said sorting said plurality of Morton codes in
said method further comprises:

identifying duplicate Morton codes; and

removing said duplicate Morton codes.

14. A computer system comprising:

a processor; and

memory coupled to said processor and having stored

therein instructions that, if executed by said compute
system, cause said computer system to execute a method
comprising:

assigning a Morton code for each of a plurality of primi-

tives, wherein said plurality of primitives correspond to
leaf nodes of a binary radix tree;

sorting said plurality of Morton codes;

building said binary radix tree requiring at most a linear

amount of temporary storage with respect to said total
number of leaf nodes;

building an internal node of said binary radix tree in par-

allel with one or more of its ancestor nodes;
determining a number of octree nodes for each node of' said
binary radix tree;

determining a total number of octree nodes;

allocating said total number of octree nodes; and

outputting each of said total number of octree nodes.

15. The computer system of claim 14, wherein said deter-
mining a number of octree nodes in said method comprises:
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for each edge of said binary radix tree, determining a
number of bit triplet boundaries crossed when moving
from a parent node to a child node in said binary radix
tree to determine a number of octree nodes correspond-
ing to an edge.

16. The computer system of claim 14, wherein said allo-
cating said total number of octree nodes in said method com-
prises:

performing a parallel prefix sum.

17. The computer system of claim 14, wherein said output-
ting each of said total number of octree nodes in said method
comprises:

determining a parent of an octree node based on its imme-
diate ancestor in said binary radix tree.

18. The computer system of claim 14, wherein said plural-

ity of primitives comprises a plurality of points.

19. The computer system of claim 18, wherein said assign-
ing a Morton code for each of a plurality of primitives in said
method further comprises:

assigning a first Morton code for a first primitive according
to a centroid point of a bounding volume encompassing
said primitive.

20. The computer system of claim 14, wherein said sorting
said plurality of Morton codes in said method further com-
prises:

identifying duplicate Morton codes; and

removing said duplicate Morton codes.

E I T I R
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