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ABSTRACT

A computation graph is accessed. In the computation graph,
operations to be performed are represented as interior nodes,
inputs to the operations are represented as leaf nodes, and a
result of the operations is represented as a root. Selected sets
of the operations are combined to form respective kernels of
operations. Code is generated execute the kernels of opera-
tions. The code is executed to determine the result.
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EXECUTION OF COMPUTATION GRAPHS

RELATED APPLICATION

[0001] This application claims priority to U.S. Provisional
Application No. 62/446,302, entitled “Accelerating Compu-
tation Graphs on Multi-Core CPUs and GPUs,” filed on Jan.
13, 2017, which is hereby incorporated by reference in its
entirety.

BACKGROUND

[0002] Modern machine learning frameworks such as Ten-
sorFlow, CAFFE (Convolutional Architecture for Fast Fea-
ture Embedding), Torch, and Theano explicitly provide a
programming model based on computation graphs for
expressing training and inference problems. Computation
graphs also arise when compiling dynamic language frame-
works like NumPy and similar collection oriented program-
ming models. (TensorFlow is an open source software
library for numerical computation using data flow graphs.
CAFFE is a deep learning framework. Torch is a scientific
computing framework with support for machine learning
algorithms. Theano is a numerical computation library for
Python. Python is an interpreted high-level programming
language for general-purpose programming. NumPy is a
library for the Python programming language, including
support for large, multi-dimensional arrays and matrices,
along with a collection of high-level mathematical functions
to operate on those arrays.)

[0003] The computation graphs are typically directed acy-
clic graphs (DAGs), where nodes represent data as multi-
dimensional matrices or tensors. The leaf nodes represent
input data, and interior nodes represent operations that
operate on tensors.

[0004] Each of the operations in a DAG (each node in the
DAG) is executed eagerly. However, this results in less
efficient execution because such an approach cannot perform
optimizations across operations.

[0005]  Also, without support from the programming infra-
structure, applications cannot be “ported” to multiple, dif-
ferent instruction sets and processing architectures (e.g.,
graphics processing units, GPUs, versus central processing
units, CPUs) without reimplementation of all operations for
that instruction set or architecture. Some machine learning
frameworks need changes to the applications themselves in
order to target GPUs. As a result, developers only port their
applications to GPUs if the performance benefit outweighs
the amount of effort needed to do so.

[0006] However, machine learning applications are one of
the largest domains of applications where GPUs can be used.
Thus, there is a need to be able to generate efficient code for
GPUs that makes it easier to port applications such as
machine learning applications to GPUs.

SUMMARY

[0007] Embodiments according to the invention provide a
methodology that can accelerate execution of a computation
graph, specifically a directed acyclic graph (DAG). The
computation graph can be made more efficient by combining
operations across different stages of the graph and then
generating code to execute those operations. The code can
be specialized to target different target architectures: graph-
ics processing units (GPUs) and central processing units
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(CPUs). For dynamic library frameworks, the methodology
can be used without significant changes to clients of such
libraries.

[0008] Inembodiments according to the present invention,
a computation graph is accessed. The computation graph
includes nodes representing operations to be performed,
inputs to the operations, and results of the operations. More
specifically, in an embodiment, operations to be performed
are represented as interior nodes, inputs to the operations are
represented as leaf nodes, and a result of the operations is
represented as a root. Selected sets of the operations (se-
lected nodes) are combined (fused) to form respective
kernels of operations. The kernels of operations are encoded
as an executable function. The code (function) is executed to
determine the result.

[0009] In an embodiment, each node of the computation
graph is represented as a data structure. Each data structure
includes a first field that identifies the type of the node, a
second field that lists inputs to the node represented by the
data structure, and a third field that includes a value for the
node. The value may be a result of an operation if the node
represents an operation to be performed (e.g., an interior
node) and the result has been computed (materialized), a null
value if the node represents an operation to be performed
(e.g., an interior node) and a result of the operation has not
yet been computed (not yet materialized), and an input value
if the node represents an input to an operation (e.g., a leaf
node; leaf nodes are materialized). Nodes of the computation
graph are traversed to identify sequences of the data struc-
tures that have not been materialized versus data structures
that have been materialized. The sequences of data struc-
tures are combined (fused) to form the kernels of operations.
The kernels of operations are encoded as an executable
function. The function can be executed on different GPU and
CPU architectures.

[0010] Insummary, embodiments according to the present
invention accelerate execution of operations across stages of
a computation graph. The computation graph can be used to
generate efficient code. The computations can be executed
on different target architectures while also improving per-
formance. For dynamic library frameworks, the disclosed
methodology can be used with little or no changes to clients
of the libraries, allowing for fusion across multiple library
calls.

[0011] These and other objects and advantages of the
various embodiments of the present invention will be rec-
ognized by those of ordinary skill in the art after reading the
following detailed description of the embodiments that are
illustrated in the various drawing figures.

BRIEF DESCRIPTION OF DRAWINGS

[0012] The accompanying drawings, which are incorpo-
rated in and form a part of this specification and in which
like numerals depict like elements, illustrate embodiments
of the present disclosure and, together with the detailed
description, serve to explain the principles of the disclosure.

[0013] FIG. 1 is a block diagram illustrating an example
computer system upon which embodiments according to the
present invention can be implemented.

[0014] FIG. 2 illustrates a methodology for accelerating
execution of a computation graph in embodiments according
to the present invention.



US 2018/0203673 Al

[0015] FIGS. 3, 4, and 5 are examples of computation
graphs of program listings in embodiments according to the
present invention.

[0016] FIG. 6 is a flowchart of examples of operations in
a method for accelerating execution of a computation graph
in embodiments according to the present invention.

DETAILED DESCRIPTION

[0017] Reference will now be made in detail to the various
embodiments of the present disclosure, examples of which
are illustrated in the accompanying drawings. While
described in conjunction with these embodiments, it will be
understood that they are not intended to limit the disclosure
to these embodiments. On the contrary, the disclosure is
intended to cover alternatives, modifications and equiva-
lents, which may be included within the spirit and scope of
the disclosure as defined by the appended claims. Further-
more, in the following detailed description of the present
disclosure, numerous specific details are set forth in order to
provide a thorough understanding of the present disclosure.
However, it will be understood that the present disclosure
may be practiced without these specific details. In other
instances, well-known methods, procedures, components,
and circuits have not been described in detail so as not to
unnecessarily obscure aspects of the present disclosure.
[0018] Some portions of the detailed descriptions that
follow are presented in terms of procedures, logic blocks,
processing, and other symbolic representations of operations
on data bits within a computer memory. These descriptions
and representations are the means used by those skilled in
the data processing arts to most effectively convey the
substance of their work to others skilled in the art. In the
present application, a procedure, logic block, process, or the
like, is conceived to be a self-consistent sequence of steps or
instructions leading to a desired result. The steps are those
utilizing physical manipulations of physical quantities. Usu-
ally, although not necessarily, these quantities take the form
of electrical or magnetic signals capable of being stored,
transferred, combined, compared, and otherwise manipu-
lated in a computer system. It has proven convenient at
times, principally for reasons of common usage, to refer to
these signals as transactions, bits, values, elements, symbols,
characters, samples, pixels, or the like.

[0019] It should be borne in mind, however, that all of
these and similar terms are to be associated with the appro-
priate physical quantities and are merely convenient labels
applied to these quantities. Unless specifically stated other-
wise as apparent from the following discussions, it is appre-
ciated that throughout the present disclosure, discussions

utilizing terms such as “receiving,” “sending,” “executing,”
“accessing,” “combining,” “generating,” “representing,”
“traversing,” “encoding,” “compiling,” “generating,” “call-

3 9 W« [EaTS

ing,” “storing,” “buffering,” “registering,” “using,” or the
like, refer to actions and processes (e.g., the flowchart 600
of FIG. 6) of a computer system or similar electronic
computing device or processor (e.g., the computer system
100 of FIG. 1). The computer system or similar electronic
computing device manipulates and transforms data repre-
sented as physical (electronic) quantities within the com-
puter system memories, registers or other such information
storage, transmission or display devices.

[0020] Embodiments described herein may be discussed
in the general context of computer-executable instructions
residing on some form of computer-readable storage
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medium, such as program modules, executed by one or more
computers or other devices. By way of example, and not
limitation, computer-readable storage media may comprise
non-transitory computer-readable storage media and com-
munication media; non-transitory computer-readable media
include all computer-readable media except for a transitory,
propagating signal. Generally, program modules include
routines, programs, objects, components, data structures,
etc., that perform particular tasks or implement particular
abstract data types. The functionality of the program mod-
ules may be combined or distributed as desired in various
embodiments.

[0021] Computer storage media includes volatile and non-
volatile, removable and non-removable media implemented
in any method or technology for storage of information such
as computer-readable instructions, data structures, program
modules or other data. Computer storage media includes, but
is not limited to, random access memory (RAM), read only
memory (ROM), electrically erasable programmable ROM
(EEPROM), flash memory or other memory technology,
compact disk ROM (CD-ROM), digital versatile disks
(DVD:s) or other optical storage, magnetic cassettes, mag-
netic tape, magnetic disk storage or other magnetic storage
devices, or any other medium that can be used to store the
desired information and that can accessed to retrieve that
information.

[0022] Communication media can embody computer-ex-
ecutable instructions, data structures, and program modules,
and includes any information delivery media. By way of
example, and not limitation, communication media includes
wired media such as a wired network or direct-wired con-
nection, and wireless media such as acoustic, radio fre-
quency (RF), infrared, and other wireless media. Combina-
tions of any of the above can also be included within the
scope of computer-readable media.

[0023] FIG. 1is ablock diagram illustrating an example of
a computer system 100 upon which embodiments according
to the present invention can be implemented. In the example
of FIG. 1, the computer system 100 includes a user interface
104, a central processing unit (CPU) 106, a memory con-
troller 108, a memory 110, a graphics processing unit (GPU)
112, a GPU cache 114, a display interface 116, and a display
118, each of which can communicate with the other com-
ponents using bus 120. A computer system on which
embodiments according to the present invention can be
implemented may include other components in addition to
those just listed, or it may not include all of the listed
components.

[0024] The memory 110 is accessible to both the CPU 106
and the GPU 112. The CPU 106 and the GPU 112 include
registers that can be used to store results of computations
performed by the CPU and GPU.

[0025] In an embodiment, the GPU 112 has a highly-
parallel structure. For example, the GPU 112 may include
multiple processing elements (e.g., pipelines) that are con-
figured to operate in a parallel manner. Each pipeline can
include more than one processing units or stages.

[0026] The CPU 106 can be a multi-core CPU that
executes one or more software applications in parallel. The
software applications that execute on the CPU 106 may
include one or more graphics rendering instructions that
instruct the GPU 112 to execute and provide graphics data
to the display 118.
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[0027] In overview, in embodiments according to the
present invention, a computation graph (e.g., a directed
acyclic graph, DAG) is accessed, selected sets of operations
are combined to form operation kernels, and code is gener-
ated to execute the operation kernels.

[0028] FIG. 2 illustrates a methodology for accelerating
execution of a computation graph (e.g., a computation
DAG) in embodiments according to the present invention.
The computation graph 206 may be provided as an input
from frameworks like TensorFlow (block 202).

[0029] Alternatively, for dynamic language frameworks
like NumPy and Sparc (Scalable Processor Architecture)
that make library calls to implement operations, the com-
putation graph 206 is built by intercepting those library calls
(block 204). For example, consider the Python program
shown in Table 1, which uses the NumPy library.

TABLE 1

Example Program

import numpy as np ;
x=1p . aray ([1, 2, 3]);
y =np . aray ([4, 5, 6]);
Z=X+Y;

result = z * 2;

print ( result );

[0030] Operations involving NumPy, such as “np.array”
and “print,” as well as operations on these objects, like “+”
and “*” result in calls to the NumPy library that implements
the respective functionality. Furthermore, each of these calls
results in a separate instance of a NumPy object; for
example, each of “x,” “y,” “z,” and “result” are different
objects. Each of these objects contains a buffer that stores
the values of the array as well as other information needed
for subsequent use of the object, such as the shape and size
of the array. The only visible effect of the program is to
output (e.g., print) the value of the variable “result.” All
other statements have no side effects, and values of the
intermediate object “z” need not be explicitly stored in
memory.

[0031] FIG. 3 is a computation graph 300 of the example
program listing shown in Table 1, in embodiments according
to the present invention. The computation graph 300 can be
used to recognize instances where inter-stage optimizations
can be performed (block 208 of FIG. 2), such as but not
limited to fusion (fusion is a transformation that combines,
or fuses, multiple operations into a kernel of operations that
can be executed together in a single kernel launch) and
common sub-expression elimination. In turn, as a result of
those optimizations, an optimized computation graph 210
and efficient code (a function) for execution of the compu-
tation graph are generated.

[0032] The computation graph 300 can also be used to
recognize instances in which results can be stored in faster
memory such as registers in the CPU 106 or GPU 112
instead of in memory 110 (FIG. 1). Such optimizations can
result in elimination of intermediate results (like “z”) whose
values need not be explicitly stored in memory.

[0033] The optimized graph 210 of FIG. 2 can be com-
piled just-in-time (JIT) and executed on the multi-core CPU
106 or on the GPU 112 (block 212) or another architecture
216. Alternatively, an object file can be generated and linked
into a user application (block 214) executed by the multi-
core CPU 106 or the GPU 112 or another architecture 216.
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In the latter case, the user application can invoke the
computation represented by the optimized computation
graph 210 by calling into a function within the object file
that also contains code to marshal the resources necessary
for the execution of the computation graph.

[0034] The methodology just described is illustrated with
reference to Table 2 and FIG. 4. FIG. 4 illustrates an
optimized computation graph 400 for the example program
listed in Table 2, in embodiments according to the present
invention. Table 2 is a NumPy implementation of an
example computation from the machine learning domain.

TABLE 2

Example Program

import numpy as gup;

W = gnp.random.random((10, 784));
b = gnp.random.randn(10);

x = gnp.random.randn(784);

y_num = gnp.exp(gnp.dot(W, x) + b);
y_denom = gnp.sum(y_ numj};
y=y_num /y_denom;

print(y);

00 =1 Oyt W o

[0035] In Table 2, lines 2-4 are inputs to the operations
(computations) in lines 5-7.

[0036] With reference back to FIG. 2, the example pro-
gram of Table 2 is represented by a computation graph 206
that, in an embodiment, is bunt by intercepting library calls
that implement operations. That computation graph can be
analyzed to recognize instances where inter-stage optimiza-
tions can be performed (block 208 of FIG. 2), such as but not
limited to fusion. In the Table 2 example, this analysis
results in generation of the optimized computation graph
400 of FIG. 4, which corresponds to the optimized compu-
tation graph 210 of FIG. 2. In this example, the computation
graph 400 can be efficiently executed in three phases as
shown.

[0037] In phase 1 of FIG. 4, a matrix vector product
(“gnp.dot(W, x)” in line 5 of Table 2) is computed. The
matrix vector product could use, for example, MKL (Math
Kernel Library) or CuBLAS (CUDA® Basic Linear Algebra
Subprograms).

[0038] Inphase?2, fused execution of the computation that
represents the activation function is applied to the result of
phase 1 (“gnp.exp” and “+” in line 5 of Table 2), followed
by a reduction (“gnp.sum” in line 6 of Table 2) to compute
the normalization factor. This can be executed as a map-
reduce computation. Note that this phase has two outputs:
the value of the exponentiation (“exp” in FIG. 4), and the
result of reducing this array (“sum_reduce” in FIG. 4) to get
the normalization factor.

[0039] In phase 3, the exponentiation from phase 2 is
divided by (“div” in FIG. 4) the computed normalization
(line 7 of Table 2).

[0040] In conventional approaches, each node in the com-
putation graph would be computed as a separate kernel of
operation. In contrast, in embodiments according to the
invention, several computations can be fused (combined)
using the input computation graph representation (a com-
putation graph corresponding to the computation graph 206
of FIG. 2) to generate the optimized computation graph 400
(a computation graph corresponding to the computation
graph 210 of FIG. 2).
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[0041] More specifically, each operation is performed
separately in conventional approaches. For example, the
operations in line 5 of Table 2 are conventionally performed
as follows: “gnp.dot” is executed and the result is stored,
then “b” is added to that first result and a new (second) result
is stored, then “gnp.exp” is executed using the second result
and another new result is stored. This type of conventional
approach continues through the operations in lines 6 and 7
of Table 2. Conventionally, each of the operations requires
a separate kernel launch, and the result of each operation is
stored in computer system memory.

[0042] In contrast, in embodiments according to the pres-
ent invention, the operations in phases 1, 2, and 3 represent
respective kernels of operations. That is, the operations in
phase 1 are a first kernel of operations, the operations in
phase 2 are a second kernel of operations, and the operations
in phase 3 are a third kernel of operations. The operations in
each kernel are executed together. Thus, in embodiments
according to the present invention, more operations are
performed per kernel launch relative to conventional
approaches. Accordingly, fewer kernel launches are needed,
thereby reducing overhead relative to conventional
approaches.

[0043] Also, note that, for example, the operations in
phase 2 include operations from lines 5 and 6 of Table 2. In
general, in embodiments according to the present invention,
as long as constraints between the operations are preserved
so that the required inputs are available, operations can be
reordered as part of the optimization.

[0044] As mentioned above, the computation graph 400
can also be used to recognize instances in which results can
be stored in registers of a processor (e.g., a CPU or GPU)
instead of being stored in computer system memory. For
example, the product of the “matrix-vector multiply” opera-
tion is stored in a register and the value of “b” is separately
stored in a register only until they are used for the “+”
operation, the result of the “+” operation is stored in a
register only until it is needed by the “exp” operation, and
so on. Such optimizations can result in elimination of
intermediate results whose values need not be explicitly
stored in computer system memory, thus also reducing
overhead relative to conventional approaches.

[0045] A problem that may be encountered with fusion is
to determine at what point the fusion should be stopped.
Aggressive fusion might result in executions that require
more resources than what the hardware can provide. Fur-
thermore, certain computations like BLAS kernels might be
better executed without fusion by calling into pre-compiled
libraries like MKL or the CaBLAS library. In embodiments
according to the present invention, such issues are alleviated
by identifying points at which to stop fusion.

[0046] Also, the size of a computation graph, if left
unchecked, may become very large, resulting in high com-
pilation times. This can negate any improvement that is
obtained from optimizing across nodes of the computation
graph. To counter this, once the size of the computation
graph reaches some predefined threshold, portions of the
computation graph can be computed. The result from a
computed portion of the computation graph can be used as
an input to another portion of the computation graph.
Partitioning the computation graph in this manner can keep
the compilation time in check for larger computations.
Partitioning the computation can be especially important for
JIT-compiling.
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[0047] Inembodiments according to the present invention,
each node of a computation graph is associated with a data
structure referred to herein as a ‘“NodeObject.” In an
embodiment, the fields of a NodeObject are the fields shown
in Table 3.

TABLE 3

Example Data Structure

NodeObject {
OpType;
List < NodeObject >;
MaterlalizedObject;

H

[0048] Inthe Table 3 example, the NodeObject includes a
first field “OpType,” a second field “List,” and a third field
“MaterializedObject.” The OpType field identifies the type
of the operation for the node associated with the data
structure. The List field identifies inputs to that operation.
Specifically, the List field lists other NodeObjects needed to
compute the value of the NodeObject. The MaterializedOb-
ject field includes the result of the operation if the operation
has been executed. By default, the MaterializedObject field
is initially empty (null) for all nodes except for the leaf
nodes of the compuration graph. The leaf nodes have values
that are inputs to the computation represented by the com-
putation graph.

[0049] For example, with reference to FIG. 4, the data
structure for the “matrix-vector multiply” node would be
NodeObject {matrix-vector multiply; List <x, y >; mull;}.
For example, the data structure for the “b” node would be
NodeObject {b; List < >; b_value;}, where “b_value” is the
value of “b.”

[0050] The root node of a computation graph represents
the result of the computation graph. The process of com-
puting the result is referred to as materialization of the root
node. To materialize the root node, the computation graph is
traversed backwards, from the root node to the leaf nodes. In
the example of FIG. 3, “result” is the root node of the
computation graph 300, and “x” and “y” are inputs (leaf
nodes).

[0051] A computation graph can be used to represent
operations that use/update only a portion of an array. For
example, Table 4 shows a code snippet from a neural
network application that uses a portion of one NumPy array
and updates a portion of another NumPy array.

TABLE 4

Example Program

import numpy as np;
IFOGF [: ,:3* d] =

1.0 /(1.0 + (np.exp (- IFOG [: ,:3*d ])));
TFOGT [: ,3*d] = np.tanh ( IFOG [: ,3*d :]);

[0052] The entire computation of Table 4 is represented by
the computation graph 500 in FIG. 5. The node “IFOGf” is
the root of the computation graph 500, and “IFOG” is the
input.

[0053] FIG. 6 is a flowchart 600 of examples of operations
in a method for accelerating execution of a computation
graph (e.g., a DAG) in embodiments according to the
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present invention. The operations can be performed in and
by the computer system 100 of FIG. 1.

[0054] Inembodiments according to the present invention,
a single function that encodes the operations in the compu-
tation graph is generated by traversing the nodes of the
computation graph from the root node to the leaf nodes.
More specifically, the data structures corresponding to the
nodes of the computation graph are traversed. In the process
of generating the function, optimizations such as but not
limited to common sub-expression elimination, instruction
combining, and strength reduction can be applied. In effect,
these optimizations are applied across multiple nodes of the
computation graph, which cannot be achieved through con-
ventional library-based approaches. Once the function is
generated, it can be compiled and executed to materialize the
root node.

[0055] Significantly, the function can be specialized to
target any architecture: GPUs or multi-core CPUs.

[0056] For example, with reference to FIG. 4, the com-
putation graph 400 is traversed backwards (that is, starting
from the root node) to build up a sequence of objects (data
structures). When an object (“first object”) is reached that
needs to be materialized because it is needed as an input for
another object, the portion of the computation graph is
traversed backwards starting from the first object, and other
objects needed to materialize the first object are collected to
identify objects that are to be executed together (a kernel of
operations). In other words, the computation graph is tra-
versed backwards until materialized objects are reached.
[0057] For example, in phase 2 of FIG. 4, “sum_reduce”
needs to be materialized as an input to “div” in phase 3.
Starting at the “sum_reduce” node, the computation graph
400 is traversed backwards to identify nodes that are not
materialized, namely the “exp” and “+” nodes. The “b” node
is already materialized because it is an input (a leaf node).
However, “matrix-vector multiply” needs to be materialized
as an input to the “+” node. Thus, the computation graph is
traversed backward starting from the “matrix-vector multi-
ply” node to identify objects needed to materialize “matrix-
vector multiply,” namely the “x” and “w” nodes, which are
already materialized because they are inputs. In this manner,
groups of objects (sequences of data structures) are identi-
fied and collected into kernels of operations that can be
executed together in phase 2 and in phase 1, respectively.
[0058] Inblock 602 of FIG. 6, an input computation graph
(e.g., the computation graph 206) is accessed.

[0059] 1In block 604 of FIG. 6, selected operations (nodes
of the computation graph) are combined (fused) to form
respective kernels of operations in an optimized computa-
tion graph (e.g., the optimized computation graph 210 of
FIG. 2). In an embodiment, the selected operations (nodes)
are identified by traversing the nodes of the computation
graph to identify which nodes have been materialized. That
is, the nodes that have a corresponding data structure that
has a value other than the null value in their Materialize-
dObject (third) field are identified. Sequences of such data
structures can be grouped into kernels of operations.
[0060] TIn block 606 of FIG. 6, code to execute the kernels
of operations (e.g., the function discussed above) is gener-
ated. In embodiments, the kernels of operations are encoded
as an executable function that includes the code to execute
the kernels of operations.

[0061] In block 608, the code (function) is executed to
determine the result (materialize the root node).
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[0062] Inan embodiment, execution includes JIT-compil-
ing the function. In another embodiment, execution includes
generating an object file including the function and that is
linked into an application, and calling into the function in the
object file to execute the code.

[0063] Inan embodiment, execution includes storing, in a
register, a result of an operation of a kernel of operations that
is an input to another operation of the kernel of operations.

[0064] Inan embodiment, execution includes executing a
first portion of the computation graph and using the result as
an input to a second portion of the computation graph if the
computation graph exceeds a threshold size.

[0065] Insummary, embodiments according to the present
invention provide a framework that can operate on compu-
tation graphs (e.g., DAGs). By analyzing the producer-
consumer (output-input) relationship between the different
nodes of the computation graph, this framework can fuse
computations across nodes and generate a single kernel for
each set of fused computations. This also allows the use of
optimization techniques like sub-expression elimination,
dead-code elimination, and the like across nodes of the
computation graph.

[0066] Each kernel can be JTT-compiled to target different
architectures such as multi-core CPUs and GPUs while also
improving performance. The disclosed framework can be
applied to any language (library) that exposes such an
abstraction and can be done without changes to existing
applications written in (using) the language (library). For
dynamic libraries, the disclosed methodology can be used
with minimal change to clients of such libraries, allowing for
fusion/optimization across multiple library calls.

[0067] As noted, embodiments according to the present
invention accelerate execution of operations across nodes of
a computation graph. The computation graph can be used to
generate efficient code. The nodes can be used to map to
precompiled kernels, to expose maximum parallelism, or to
reduce compilation time for JIT-compiling.

[0068] Embodiments according to the present invention
provide the following benefits: acceleration of computation
graphs for frameworks like MKI, NumPy, and Sparc;
heterogeneous compilation of the computation graph for
CPUs and GPUgs; accelerated dynamic compilation on multi-
core CPUs; optimization and fusion across multiple com-
putation graph operations, targeting hand-tuned libraries;
and representation of dynamic execution of libraries, such as
NumPy, as computation graphs at runtime.

[0069] A variety of applications have been evaluated to
demonstrate the benefits of the disclosed framework by
implementing a Python package to intercept calls to NumPy
library and build a computation graph as described herein.
All of those applications show a significant performance
improvement, especially for large problem sizes.

[0070] While the foregoing disclosure sets forth various
embodiments using specific block diagrams, flowcharts, and
examples, each block diagram component, flowchart step,
operation, and/or component described and/or illustrated
herein may be implemented, individually and/or collec-
tively, using a wide range of hardware, software, or firmware
(or any combination thereof) configurations. In addition, any
disclosure of components contained within other compo-
nents should be considered as examples because many other
architectures can be implemented to achieve the same func-
tionality.
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[0071] The process parameters and sequence of steps
described and/or illustrated herein are given by way of
example only and can be varied as desired. For example,
while the steps illustrated and/or described herein may be
shown or discussed in a particular order, these steps do not
necessarily need to be performed in the order illustrated or
discussed. The example methods described and/or illustrated
herein may also omit one or more of the steps described or
illustrated herein or include additional steps in addition to
those disclosed.
[0072] Although the subject matter has been described in
language specific to structural features and/or methodologi-
cal acts, it is to be understood that the subject matter defined
in the disclosure is not necessarily limited to the specific
features or acts described above. Rather, the specific features
and acts described above are disclosed as example forms of
implementing the disclosure.
[0073] Embodiments according to the invention are thus
described. While the present disclosure has been described
in particular embodiments, it should be appreciated that the
invention should not be construed as limited by such
embodiments, but rather construed according to the follow-
ing claims.
What is claimed is:
1. A computer-implemented method, comprising:
accessing an input comprising a computation graph,
wherein the computation graph comprises a plurality of
nodes representing operations to be performed, inputs
to the operations, and results of the operations;

combining selected nodes of the computation graph to
form respective kernels of operations;

encoding the kernels of operations as an executable

function comprising code to execute the kernels of
operations; and

executing the code to determine the result.

2. The method of claim 1, wherein each node of the
plurality of nodes is represented as a respective data struc-
ture of a plurality of data structures, wherein each respective
data structure comprises a first field that identifies a type of
a node of the plurality of nodes, a second field that lists
inputs to the node represented by the data structure, and a
third field that comprises: a result of an operation if the node
represents an operation to be performed and the result has
been computed, a null value if the node represents an
operation to be performed and a result of the operation has
not yet been computed, and an input value if the node
represents an input to an operation;

wherein the method further comprises traversing nodes of

the computation graph to identify the selected nodes,
wherein said traversing comprises identifying data
structures that have other than the null value in their
third field.

3. The method of claim 1, wherein the function is operable
for execution on different processor architectures, wherein
the processor architectures comprise graphics processing
unit architectures and multi-core central processing unit
architectures.

4. The method of claim 1, wherein said executing com-
prises just-in-time compiling the function.

5. The method of claim 1, wherein said encoding and said
executing comprise:

generating an object file comprising the function and that

is linked into an application; and

Jul. 19, 2018

calling into the function in the object file to execute the

code.

6. The method of claim 1, wherein said executing com-
prises storing, in a register, a result of an operation of a
kernel of operations that is an input to another operation of
the kernel of operations.

7. The method of claim 1, wherein the computation graph
is a directed acyclic graph.

8. The method of claim 1, further comprising, if the
computation graph exceeds a threshold size, then:

executing a first portion of the computation graph; and

using a result of said executing the first portion as an input
to a second portion of the computation graph.

9. A computer system, comprising:

a processing unit; and

memory coupled to the processing unit and storing a

computation graph;

wherein the memory also stores instructions that when

executed by the processing unit perform a method

comprising:

accessing an input comprising the computation graph,
wherein the computation graph comprises a plurality
of nodes representing operations to be performed,
inputs to the operations, and results of the opera-
tions;

combining selected nodes of the computation graph to
form respective kernels of operations;

encoding the kernels of operations as an executable
function comprising code to execute the kernels of
operations; and

executing the code to determine the result.

10. The computer system of claim 9, wherein the pro-
cessing unit is selected from the group consisting of: a
graphics processing unit; and a multi-core central processing
unit.

11. The computer system of claim 9, wherein each node
of the plurality of nodes is represented as a respective data
structure of a plurality of data structures, wherein each
respective data structure comprises a first field that identifies
a type of a node of the plurality of nodes, a second field that
lists inputs to the node represented by the data structure, and
a third field that includes a value for the node, wherein the
value comprises: a result of an operation if the node repre-
sents an operation to be performed and the result has been
computed, a null value if the node represents an operation to
be performed and a result of the operation has not yet been
computed, and an input value if the node represents an input
to an operation; and

wherein the method further comprises traversing nodes of

the computation graph to identify the selected nodes,
wherein said traversing comprises identifying data
structures that have other than the null value in their
third field.

12. The computer system of claim 9, wherein the method
further comprises just-in-time compiling the function.

13. The computer system of claim 9, wherein the method
further comprises:

generating an object file comprising the function and that

is linked into an application; and

calling into the function in the object file to execute the

code.

14. The computer system of claim 9, wherein the method
further comprises storing, in a register, a result of an
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operation of a kernel of operations that is an input to another
operation of the kernel of operations.

15. The computer system of claim 9, wherein the method
further comprises:

if the computation graph exceeds a threshold size, then:

executing a first portion of the computation graph; and
using a result of said executing the first portion as an
input to a second portion of the computation graph.

16. A non-transitory computer-readable medium having
computer-executable instructions for performing a method
of executing a directed acyclic graph (DAG), the method
comprising:

accessing an input comprising the DAG, wherein the

DAG comprises a plurality of nodes representing
operations to be performed, inputs to the operations,
and results of the operations;

combining selected nodes of the DAG to form respective

kernels of operations;

encoding the kernels of operations as an executable

function comprising code to execute the kernels of
operations; and

executing the code to determine the result.

17. The non-transitory computer-readable medium of
claim 16, wherein each node of the plurality of nodes is
represented as a respective data structure of a plurality of
data structures, wherein each respective data structure com-
prises a first field that identifies a type of a node of the
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plurality of nodes, a second field that lists inputs to the node
represented by the data structure, and a third field that
includes a value for the node, wherein the value comprises:
a result of an operation if the node represents an operation
to be performed and the result has been computed, a null
value if the node represents an operation to be performed
and a result of the operation has not yet been computed, and
an input value if the node represents an input to an operation;
wherein the method further comprises traversing nodes of
the DAG to identify the selected nodes, wherein said
traversing comprises identifying data structures that
have other than the null value in their third field.

18. The non-transitory computer-readable medium of
claim 17, wherein the function is operable for execution on
different processor architectures, wherein the processor
architectures comprise graphics processing unit architec-
tures and multi-core central processing unit architectures.

19. The non-transitory computer-readable medium of
claim 17, wherein the method further comprises just-in-time
compiling the function.

20. The non-transitory computer-readable medium of
claim 17, wherein the method further comprises:

generating an object file comprising the function and that

is linked into an application; and

calling into the function in the object file to execute the

code.
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